**Open Telemetry**

**What is telemetry data?**

Capturing data is critical to understanding how your applications and infrastructure are performing at any given time. This information is gathered from remote, often inaccessible points within your ecosystem and processed by some sort of tool or equipment. Monitoring begins here. The data is incredibly plentiful and difficult to store over long periods due to capacity limitations — a reason why private and public cloud storage services have been a boon to DevOps teams.

Logs, metrics, and traces make up the bulk of all telemetry data.

Logs are important because you’ll naturally want an event-based record of any notable anomalies across the system. Structured, unstructured, or in plain text, these readable files can tell you the results of any transaction involving an endpoint within your multi cloud environment. However, not all logs are inherently reviewable — a problem that’s given rise to external log analysis tools.

Metrics are numerical data points represented as counts or measures that are often calculated or aggregated over a period of time. Metrics originate from several sources including infrastructure, hosts, and third-party sources. While logs aren’t always accessible, most metrics tend to be reachable via query. Timestamps, values, and even event names can preemptively uncover a growing problem that needs remediation.

Traces are the act of following a process (for example, an API request or other system activity) from start to finish, showing how services connect. Keeping watch over this pathway is critical to understanding how your ecosystem works, if it’s working effectively, and if any troubleshooting is necessary. Span data is a hallmark of tracing — which includes information such as unique identifiers, operation names, timestamps, logs, events, and indexes.

**How does Open Telemetry work?**

OTel is a specialized protocol for collecting telemetry data and exporting it to a target system. Since the CNCF project itself is open source, the end goal is making data collection more system-agnostic than it currently is. But how is that data generated?

The data life cycle has multiple steps from start to finish. Here are the steps the solution takes, and the data it generates along the way:

* Instruments your code with APIs, telling system components what metrics to gather and how to gather them
* Pools the data using SDKs, and transports it for processing and exporting
* Breaks down the data, samples it, filters it to reduce noise or errors, and enriches it using multi-source contextualization
* Converts and exports the data
* Conducts more filtering in time-based batches, then moves the data onward to a predetermined backend

Ingestion is critical to gathering the data we care most about. There are two principal ways to go about this:

* Local ingestion. This occurs once data is safely stored within a local cache. This is common in on-premises or hybrid deployments, where time series data and tags are transmitted to the cloud. Cloud databases excel at storing large volumes of information for later reference, and this data often has business value or privacy restrictions.
* Span ingestion. We can also [ingest trace data](https://www.dynatrace.com/news/blog/the-dynatrace-open-aiops-platform-now-provides-enterprise-grade-observability-for-ingested-opentelemetry-traces/) in span format. Depending on the vendor, this data may be ingested either directly or indirectly. Spans are typically indexed and consist of both root spans and child spans. This data is valuable because it contains key metadata, event information, and more.

These methods are pivotal to the entire pipeline, as the process cannot work without tapping into this information.

**Open Telemetry components**

OTel consists of a few different components as depicted in the following figure. Let’s take a high-level look at each one from left to right:

![OpenTelemetry Components](data:image/png;base64,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)Open Telemetry Components (Source: Based on [OpenTelemetry: beyond getting started](https://medium.com/opentelemetry/opentelemetry-beyond-getting-started-5ac43cd0fe26" \t "_blank))

APIs

These are core components and language-specific (such as Java, Python, .Net, and so on). APIs provide the basic “plumbing” for your application.

SDK

This is also a language-specific component and is the middleman that provides the bridge between the APIs and the exporter. The SDK allows for additional configuration, such as request filtering and transaction sampling.

In-process exporter

This allows you to configure which backend(s) you want it sent to. The exporter decouples the instrumentation from the backend configuration. This makes it easy to switch backends without the pain of re-instrumenting your code.

Collector

The collector receives, processes, and exports telemetry data. While not technically required, it is an extremely useful component to the Open Telemetry architecture because it allows greater flexibility for receiving and sending the application telemetry to the backend(s).

The collector has two deployment models:

1. An agent that resides on the same host as the application (for example, binary, DaemonSet, sidecar, and so on)
2. A standalone process completely separates from the application

Since the collector is just a specification for collecting and sending telemetry, it still requires a backend to receive and store the data.